Developing a Multi-Agent Knowledge Management System with INGENIAS
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Abstract

The literature proposes some characteristics that methodologies for the development of agent oriented systems should provide. They should assist in all the phases of the development process of an agent oriented system; for example, by providing models and views for the different phases of analysis and design, and tools to support the methodology. INGENIAS is an agent oriented methodology that covers most of the required characteristics proposed by the literature. In this paper we describe our experience using INGENIAS to develop a multi-agent knowledge management system for a software maintenance group. We present some of the main models developed to describe the system structure and behaviour, focusing on the advantages and disadvantages that we have found using this methodology. Finally, we present some of the functionality of a prototype developed based on the models proposed by INGENIAS.

1. Introduction

The role of agent oriented methodologies is to assist in all the phases of the lifecycle of an agent-based application, including its management [4]. Thus, an agent oriented methodology must provide some elements that enable this. These elements could be grouped into four main categories [10]: concepts and properties are basic notions about the domain area where the methodology will be applied; for example, notions of agent and its characteristics; notations and modelling techniques are related to the specific symbols used in the methodology for representing the concepts and properties (the modelling language); process indicates which stages of the software development cycle are covered by the methodology; and finally, pragmatics considers aspects related to the management and use of the methodology; for example, facility and costs of adopting it, expertise required, support tools for the usage and application of the methodology, etc.

INGENIAS [7] is a methodology that covers these four aspects, and some other characteristics that the literature about agent oriented methodologies proposes for these kinds of methodologies [10]. It provides a process to guide the software development; a language based on the main concepts of agent theory (for example the notions of agent, role, mental state, goals, believes, tasks, etc.); different models for describing different views of the system at different levels of abstraction, and a tool to help in the modelling phase. Moreover, INGENIAS is not oriented to a particular agent platform such as other agent based methodologies, e.g. [1, 5, 6].

This paper presents the design of a multi-agent knowledge management system using INGENIAS. The content of the paper is organized as follows: section two presents the INGENIAS methodology; then, in section three the domain area of the system is described; section four illustrates how INGENIAS was used to model the multi-agent system; after that, a scenario of use of the implemented prototype is presented in section five. Finally, conclusions are in section six.

2. The INGENIAS Methodology

INGENIAS is an agent based methodology which has evolved from an object oriented approach; it
3. The Domain of the System

The domain of our system is software maintenance. The characteristics required for the system were obtained from a study performed in two software maintenance groups [9]. The study showed that on many occasions, organizations have documents or people with the information or knowledge necessary to support or help the software maintainers to do their activities, but either the latter did not know that other documents or people could have provided useful information to help them to complete the assignment or the people with useful information did not know what the latter was working on.

From the analysis of the results of the case study, some scenarios emerged; these showed how an agent based system can help to support some of the problems that maintainers actually have. These scenarios were used to obtain the main requirements and characteristics for the multi-agent system [9].

The system has been designed to help maintainers searching and informing about knowledge sources that can help them while they perform their jobs. To do this, there have been identified the main roles played by the maintainers, the sources of information they consult, the kinds of knowledge they have or require to perform their jobs, and how all these are involved in the processes and tasks performed by the maintainers. In the following section, the design of the multi-agent system is presented.

4. Using INGENIAS to Design the Multi-Agent System

As we have mentioned before, INGENIAS proposes a process in which the analysis starts focusing in the main structure of the system, the main agents, the roles they play, and how they are organized. Then, the main goals and tasks of the agents are defined. The process continues with the identification of workflows and agents interactions, and goes on until use cases of special situations are modelled. In the development of the knowledge management system, we have focused on the system architecture, the agents’ internal structure, their goals, tasks, mental states, and how they interact with other agents and their environment (such as the user, resources or other special situations).
applications). For space limitations, in this paper only the modelling of the system architecture, a scenario of agents' interactions and an example of an agent structure are presented.

4.1. Modelling the System Architecture

The architecture of the system is based on the main elements involved in the groups studied [9]. From the analysis of this information, five main agents were defined: *staff agents* which are the mediators between the staff members and the system; *product agents* which manage information related to the products maintained by the group, including their maintenance requests and the main elements that integrate the products (documentation, source code, databases, etc.); *project agents* which are in charge of the management of the modification projects (tasks, resources assigned, etc.); *client agents*, which bring support to the clients when they send a maintenance request or report a problem; and a *directory agent*, which manages information required by agents to know how to communicate with other agents that are active in the system. In addition, two auxiliary types of agents are also considered in the architecture, *Knowledge Manager Agents* (KMA), which are in charge of the management of the knowledge base, and *Knowledge Source Manager Agents* (KSMA), which are in charge of the management of information sources (such as electronic documents).

Figure 1 illustrates the organizational model that describes the system architecture. As can be seen, the agents are organized in four containers, directory, staff, project, and client agent container. This is because those containers can be each one in a different machine. For example, each staff member can have a staff agent in his/her local machine, and the client agents can be in a web server with an application for the management of modification requests. In the architecture there are also a data base server, with a global repository where the knowledge base will reside, and a local repository for each staff agent container, since each staff member can have documents and information, in its local machine that can be relevant to other members.

The organizational meta-model of INGENIAS provides the main elements for the definition of multi-agent systems' architectures [7]. However, there are some aspects that are not considered. Particularly, it is not clear how to model the physical distribution of the system’s components, the authors of INGENIAS argue that this can be done with UML’s deployment diagrams, but these are not addressed in the actual version of INGENIAS.

4.2. Modelling Workflows and Agents Interactions

The system design was based on scenarios identified from the case studies carried out. These scenarios describe some problems that maintainers have, and how agents can help to address these problems. In this section, the modelling of agents interactions are described using one of the scenarios identified which is explained as follows.

First, the maintainer looks at a list of the projects s/he has assigned in a project manager application. When the maintainer selects one project, an event is triggered and captured by the *staff agent*, which obtains the information of the project, identifies knowledge topics (system and
module where the problem appeared, kind of problem, etc.) and generates some rules to request the KMA to search for knowledge sources. To create the rules, the staff agent tries to identify the knowledge that the engineer would need to do the assignment. Also the agent considers the types of sources the engineer consults, assigning more relevance to the sources that he consults most frequently. When the search has finished, the KMA sends a message to the staff agent informing it about the sources found. The staff agent displays a message with the number of knowledge sources found in order to inform the maintainer of their availability. Finally, if the engineer wants to look for the sources, s/he chooses a button in the staff agent screen, and the agent will display a window with the list of sources (see Figure 5). When the maintainer selects one source from the list, the system shows information related to that source such as: location, the knowledge that it has, etc.

Figure 2 shows an example of a workflow model of the scenario. In the model, the event “Project Selected” is captured in the “To Monitor User Activities”, then, this starts the “To Search Knowledge Sources” workflow where the activities “To Search for Knowledge Sources” and “To Show Sources Found” take place. These activities generate the “To Request to Search for Knowledge Sources” and “To Inform about Sources Found” interactions respectively. The model does not consider some aspects of the scenario because this can make the model difficult to follow. Thus, there have been constructed different models for defining the details of the scenario.

It was difficult to model all the details we wanted in some of the models because these made the models too difficult to follow and understand, particularly in workflow models. However, we found that there were many ways for modeling these details in different views and levels of abstractions.

4.3. Modelling Agents’ Tasks and Goals

A very important step in multi-agent systems design is the identification of the goals that agents will follow, and the tasks they must perform in order to complete those goals. These tasks and goals can be involved in different models of the INGENIAS methodology, for example organizational, workflow and interaction diagrams; and the details about the relations

Figure 3. Diagram of the main tasks and goals of the scenario.
between goals and tasks are described in the goals and tasks models. Then, agent models can be used to define how the agent mental state is affected by the tasks performed by the agent.

Figure 3 shows the main goals and tasks identified from the scenario. As can be seen, the main goal is to help the maintainer in the accomplishment of his/her job. This goal is composed of other two; the first is to identify the maintainer needs, and the second to help him/her to search for knowledge sources that can help to solve those needs. In order to fulfill those goals, four main tasks are defined: to monitor the user activities, to request to search for knowledge sources, to search knowledge sources, and to show the sources found. In the diagram is not defined which agents perform those tasks; this was done in the agent models, like the one of Figure 4.

Figure 4 presents the agent model of the staff agent; as can be seen, it has two main goals: to identify the maintainer needs, and to help the maintainer searching for knowledge sources based on those needs. In order to do this, the staff agent performs three main tasks: to monitor the user activities, to request to search for knowledge sources and to show the sources found; these last two activities are done in collaboration with the KMA. On the other hand, the model also illustrates the main mental states that the staff agent has in the scenario described. The first mental state is activated when the agent receives the event that informs that the user has selected a project. In this state, the agent obtains information about the project. Then, the agent starts to generate the rules for the search, so it changes its mental state. In this second mental state, the agent has two believes, that the user might need some knowledge to accomplish his job, and that there are sources that can help the user to obtain that knowledge. Thus, the agent generates some rules that would be used to search for those sources and starts the “to request to search for knowledge sources” task. The third mental state starts when the staff agent receives from the KMA the message informing about the sources found. This causes that the staff agent initiates the “to show sources found” task. Finally, there are two important entities proposed by INGENIAS which are presented in the staff agent model, these are the Mental State Manager, and the Mental State Processor (inference engine in the model). The first one is in charge of managing the mental state and the knowledge of the agent. The second one is the decision making mechanisms. These entities enable to separate the autonomy and intelligence mechanisms of the agent from the agent conceptualization.

Even though INGENIAS provides some entities that can be used to define some aspects of the agents’ knowledge and reasoning, it is not enough for some cases. There is not a knowledge model where the domain knowledge of the agent can be modeled, or where the problem solving strategies of the agents and how it chooses or uses them can be defined (for example like the knowledge modeling stage proposed by MAS-CommonKADS [3]). However, some of these aspects can be addressed using other approaches, for example UML class diagrams for the definition of ontologies of the domain knowledge of the agents.
5. Implementation of the System

To evaluate the feasibility of implementation of the architecture, we have developed a prototype which was tested following scenarios like the one described in section 4.2. Figure 5 illustrates how the prototype presents information about the knowledge sources found by the KMA.

In this example, the maintainer decides to solve a problem reported by a client. When the maintainer selects to view the problem data to start solving it, an event is triggered and captured by the staff agent. This agent obtains some information from the report (such as the system, module, type of error, etc.). Then, the staff agent requests the KMA to search for knowledge sources that could help the maintainer to solve the problem, by sending a query generated with the information obtained from the report. When the search is finished, the KMA informs the staff agent about the sources found, and the staff agent informs to the maintainer the number of sources found that can be relevant to the activity. If the user wants to consult the sources, s/he presses a button in the staff agent screen, and a window similar to the one of Figure 5 is displayed. In this window, the sources are listed by type, and if the user selects one source, the system presents information about where the source is, and the kind of knowledge that the source has and that can be relevant to the activity.

The tests made to the prototype showed us that it can help maintainers to find and locate sources of information that might be relevant to the activities performed by maintainers. Thus, sources that are not consulted for ignorance of their existence or location could now be consulted thanks to the automatic search done by the agents. Therefore, the replication of mistakes or the re-invention of a solution for a problem that has already been solved can be avoided.

6. Conclusions and Future Work

The INGENIAS methodology provides characteristics that were very useful in the analysis and design of the multi-agent system. For example, the organizational model helped us to define the main elements of the system architecture; workflow models helped us to conceptualize the main activities involved in some scenarios used to define the requirements that the system must fulfill; goal-task models were very
useful to identify the relations of goals and tasks; and agents models helped us to identify the internal aspects of the agents, such as their main goals and mental states. However, some aspects could not be addressed directly with the elements proposed by the methodology. For example the physical distribution of the architecture’s components, the domain knowledge of the agents, or the problem solving strategies of them. Nevertheless, INGENIÁS satisfied the majority of the basic elements for agent-based systems that our system required.

After the study of the literature about different agent-oriented methodologies, we think that INGENIÁS is one of the most complete methodologies for the development of multi-agent systems, since it proposes a very descriptive language, an easy to follow process, models that can be constructed with different levels of abstractions and from different views or perspectives, and a tool based on meta-models that facilitates the modelling of the multi-agent system which is not oriented to a particular agent platform.

Currently, we have developed a prototype of the multi-agent system. In order to address the missing aspects of INGENIÁS for the development of the complete system we continue studying other methodologies. Although, we hope that INGENIÁS could be complemented with other approaches that help us in the development of the final version of the system.
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